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## **Mini Project – Tic Tac Toe (Dynamic)**

## **How It Works**

1. The **board** is a list of 9 spaces (representing 3×3 grid).
2. The **players ("X" and "O")** take turns choosing a position (1–9).
3. After each move:  
   * The board is updated and printed.
   * The game checks for a **winner** or **draw**.
4. The game ends when someone wins or all positions are filled.

## **WHY THIS CODE WORKS**

### **1. The Board Representation**

board = [" " for \_ in range(9)]

The board is just a **list of 9 elements**, representing the 9 positions (1–9).  
Example layout:  
  
 index → 0 | 1 | 2

3 | 4 | 5

6 | 7 |

Each element starts as " " (empty).  
a player makes a move, "X" or "O" replaces that space.

### **2. Displaying the Board**

def print\_board():

print(f"{board[0]} | {board[1]} | {board[2]}")

print("--+---+--")

print(f"{board[3]} | {board[4]} | {board[5]}")

print("--+---+--")

print(f"{board[6]} | {board[7]} | {board[8]}")

* This function simply **prints the 3×3 grid** using values from the list.
* It makes the game dynamic — after each move, it shows updated positions.

### **3. Switching Turns Dynamically**

current\_player = "X"

current\_player = "O" if current\_player == "X" else "X"

The game always starts with "X".  
After every valid move, it switches to the **other player** automatically using this one-line condition.

If it’s "X", it changes to "O".  
If it’s "O", it changes to "X".

### **4. Checking for a Winner**

### win\_conditions = [

[0, 1, 2], [3, 4, 5], [6, 7, 8], # rows

[0, 3, 6], [1, 4, 7], [2, 5, 8], # columns

[0, 4, 8], [2, 4, 6] # diagonals

]

* These are all **possible winning combinations** (row, column, diagonal).
* The function checks if **all 3 positions** in any of these lists contain the same player's mark ("X" or "O").  
   If yes → that player **wins**.

### **5. Checking for a Draw**

def is\_full():

return " " not in board

If no empty space is left and no winner is found, the game is declared a **draw**.

**6. Why the While Loop Works**

while True:

# take move, check winner or draw, switch players

The while True keeps the game running until someone **wins** or the board is **full**.  
break is used to stop the loop when the game ends.

### **7. Input Validation**

if move < 0 or move > 8 or board[move] != " ":

print(" Invalid move! Try again.")

This ensures players can’t overwrite already filled spots or enter invalid numbers.

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAALAAAAI5CAYAAAABl7BnAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAABi9SURBVHhe7d1BaBvp/f/xz/75OQtWaV1smewqIuppD07qoWAwvfQgWHQYU6jKeiERTG4+LQZRECw5lBAQLKLGJ99sUBacg3qJDqIgfHXxZdLYlxyKQFYJlt2WsjKsddj/xRqscRwpiUf2N3m/oNA8M5Zs+a1Hz8xKnk9u3779k65QoVDQ3NycJKnRaCifz4d3wWs4jqN8Pq9Op6PHjx+r2WyGd/kofPI+ASeTSX377bfa3t7WxsZG3/if/vQn/e1vf1O1Wu37mosUCgXF43FTAXuep/n5+UsNqBfm+Ph4eJOePXsWPM5RBDzsfUfB8zwtLCyEh3V8fKxSqSTf98ObJEn/LzzwLm7evBkewjvyfV+5XE7ZbFY7Oztqt9taXl5WNpvtC6i339LS0qXEq7e47yhsbGwom81qeXlZ7XZbOzs7ymazyuVyF8YrSf8XHngbzWZTnU4nPKzJyUn97Gc/C/599tnV7Xb15MmToWdmhZYZCs0GF21zHEdLS0v697//rS+++EL/+Mc/9Nlnn2liYiK4/94rSDwel95iCeO6ru7fv6+xsTFJ0srKihSaLcKzWbvdvrSZcphl10WPy/sK/1zh+w8/poNm0LcRftwbjcblzMA6/cZXV1fluq4k6eTkRPv7+3JdV+l0Wuvr68pms6rValpcXJTjOOGbeK1CoaCZmRk9evRI2Wy2bzbwPK9v27Nnz5TJZILvIRaL6dNPP9WzZ8/061//Wtvb22q1Wrpz544kaXl5WZ1OJ3jmx2IxFQqFvvt/nWq1qq+//lrPnj3rm6V6s0UymdTS0pL29vaC29bp/V2GYrEYzJKv86bH7H39/ve/V6lUUjab1aNHjzQ9PS3P86Qz8fYe02Fm0GE5jqPFxUXVarW++37vgNvttuLxuGZnZzU9PR3E0XPnzh3t7e0FM269Xlen0xkqYMdxNDMzo3q9fu5BSCaTmp+f197eXrBtY2OjL9But6utrS3p9Pus1+vB1zuOo1gspnK5LJ2+mmxvbyuVSimZTAb7vYt0Oq1YLKZarSad3na1WtUvf/nLoX7u9/Gmx+wy/PnPfw5u1/d9HRwcBEvI3s/de0wvUyaTUafTCX6Hvu+rXq+/f8A9U1NT+vvf/654PK4vvvhCJycnOjo6Ujwe19zcnCqViiqVilZWVoKXl0Fu3bolSTo8PAxvCrx69So8NJRbt25pYmJCDx8+DL631x1EvKtOp6Ojo6PwcOSGeczeh+d5weNVqVSUSqWCbTdv3oz05+50OueWYO8dcC+g27dva2trSz/++KM+//zzvn16C/Kz/xvmJW1/f1/dbjc83OfsAWQymVQsFuvb/ibHx8d9L7PZbPbSDopisZgmJyeDf09NTQVrtygN85i9K9d1lclk9OzZs+DxajQawfZ3nUyGFYvF+l4db968+f4BS9L09LQmJyd1dHSk//3vf/rVr34VbHvx4oUcxwnWpW/D93395z//keu6517Wm82mGo2GZmZmgpfl8Ev3mzx//lwnJyfK5XLhTUM7PDxULBbT7Oxs33jvJTaTyUgXLHei8qbH7DJ0u91gdvc8r28G9n1fsVhM9+7dO/MVl2N3d1cTExNKp9PSmaXSe50H1pkzDDs7OyoWi8GRYqvVCo5Ow+f4ekemR0dHfUesPeEj21Kp1PdAXXQW4uwZDsdx9M033+ivf/2rpqamgvO1vdM0xWLx3BGzTl8tisVi8O9Bzt7/m85ChH+mYRQKBaVSqb6zF6/7nvWa23/TYzaM1923Qrfbbrd1cnKif/3rX8FjFv653/YsRO/nazQa534P4bMQOzs77x8wcJUuZQkBXBUChmkEDNMIGKYRMEwjYJhGwDCNgGEaAcM0AoZpBAzTCBimETBMI2CYRsAwjYBhGgHDNAKGaQQM0wgYphEwTCNgmEbAMI2AYRoBwzQChmkjC9h1Xa2urkbyB+cG8TxPpVIpPIwPwMgCBqJAwDCNgGEaAcM0AoZpBAzTCBimETBMI2CYRsAwjYBhGgHDNAKGaVzoEKYxA8M0AoZpBAzTCBimETBMI2CYRsAwjYBh2sgC9jxP5XJZjuOEN0WuUChobW3tSj7Sj2iNLGAgCgQM04Z6L4Trurp//77GxsYkScfHxyqVSvJ9XzpdHiwsLAT7t9ttPX78WJOTk8rn8xofHw+29TQaDeXz+Xe+7WazKUkqlUpKpVLB9p2dHRWLxXO3e9ZF+4Tv+6LbxvUxVMCXwfM8pdPpvkBGpVAoKJVK9YWPDwNLCJhGwDBtZEsIIArMwDCNgGEaAcM0AoZpBAzTCBimETBMG1nAXKUIURhZwEAUCBimETBMI2CYRsAwjYBhGgHDNAKGaQQM0wgYphEwTCNgmEbAMI1PJcM0ZmCYRsAwjYBhGgHDNAKGaQQM0wgYphEwTBtZwFylCFEYWcBAFAgYpg31XohBV/O56EpCXKUIURsq4MvAVYoQBZYQMI2AYdrIlhBAFJiBYRoBwzQChmkEDNMIGKYRMEwjYJg2soC5ShGiMLKAgSgQMEwjYJhGwDCNgGEaAcM0AoZpBAzTCBimETBMI2CYRsAwjYBhGp9KhmnMwDCNgGEaAcM0AoZpBAzTCBimETBMI2CYRsAwjYBhGgHDNAKGaQQM0wgYphEwTCNgmEbAMI2AYRoBwzQChmkEDNMIGKYRMEwjYJhGwDCNgGEaAcM0AoZpBAzTCBimETBMI2CYRsAwjYBhGgHDNAKGaQQM0wgYphEwTCNgmEbAMI2AYdrIAnZdV6urq0omk+FNkfM8T6VSKTyMD8DIAgaiMDDgQqGgzc1Nua4bjHmed24MuAoDAy4Wi2q1WnJdV8lkUo7jKJ1Oq1arqVqthncHRmpgwJJULpcVi8WUTqeVy+V0cHCgjY2N8G7AyA0VsO/72tvb08LCghKJhLa2tsK7AFdiqIAlqVar6fj4WK1Wi6UDro2hA87lchofH1cqlZLneeHNwJUYKmDP85RIJLS+vq5Go6F0Oi3HccK7ASM3MOBkMqn5+flg6VAulyVJmUwmvCswcgMDXl5eViwWC8L1fV/1el1zc3MsJXDlBgacz+eVy+Xk+34wtrGxoWw2y6k0XLmBAQPXGQHDtE9u3779U3gQsIIZGKYRMEwjYJhGwDCNgGEaAcM0AoZpBAzTRhaw53kql8tX8jbMQqGgtbW1K/lIP6I1soCBKBAwTBvqvRCu6+r+/fsaGxuTJB0fH6tUKgVvsfQ8TwsLC8H+7XZbjx8/1uTkpPL5vMbHx4NtPY1GQ/l8/p1vu9lsSpJKpZJSqVSwfWdnR8Vi8dztnnXRPuH7vui2cX0MFfBl8DxP6XS6L5BRKRQKSqVSfeHjw8ASAqYRMEwb2RICiAIzMEwjYJhGwDCNgGEaAcM0AoZpBAzTRhYwVylCFEYWMBAFAoZpBAzTCBimETBMI2CYRsAwjYBhGgHDNAKGaQQM0wgYphEwTONTyTCNGRimETBMI2CYRsAwjYBhGgHDNAKGaQQM00YWMFcpQhRGFjAQBQKGaUO9F2LQ1XwuupIQVylC1IYK+DJwlSJEgSUETCNgmDayJQQQBWZgmEbAMI2AYRoBwzQChmkEDNMIGKaNLGCuUoQojCxgIAoEDNMIGKYRMEwjYJhGwDCNgGEaAcM0AoZpBAzTCBimETBMI2CYxqeSYRozMEwjYJhGwDCNgGEaAcM0AoZpBAzTCBimETBMI2CYRsAwjYBhGgHDNAKGaQQM0wgYphEwTCNgmEbAMI2AYRoBwzQChmkEDNMIGKYRMEwjYJhGwDCNgGEaAcM0AoZpBAzTCBimETBMI2CYRsAwjYBhGgHDNAKGaQQM0wgYphEwTCNgmDaygF3X1erqqpLJZHhT5DzPU6lUCg/jAzCygIEoDAy4UChoc3NTrusGY57nnRuLiuM4KpfLqlQqqlQqzKToMzDgYrGoVqsl13WVTCblOI7S6bRqtZqq1Wp490vlOI7y+bzq9bqy2awePXqk6elpFQqF8K74SA0MWJLK5bJisZjS6bRyuZwODg60sbER3u3SZTKZvvvyfV/1el2pVOpK1tK4foYK2Pd97e3taWFhQYlEQltbW+FdIhGPx9Vut/vGDg8PFYvFNDs72zeOj9NQAUtSrVbT8fGxWq1W5EsHSUomk4rFYnr16lXf+P7+vrrdbt8YPl5DB5zL5TQ+Pq5UKiXP88KbL12z2VSn09HNmzf7xm/duiWdhgwMFbDneUokElpfX1ej0VA6nZbjOOHdLl273VY8Hu8bm5qa0snJiY6OjvrG8XEaGHAymdT8/HywdCiXy9LpAVbUdnd3lUgkghm/dwZke3tbzWYzvDs+QgMDXl5eViwWC8LtnQmYm5uLfClRrVb15MkTZTIZVSoVPXz4UPV6fSRnQGDDJ7dv3/4pPBgF13X15Zdf6rvvvhv57Ol5nu7evat8Ph/eBOMGzsDAdUbAMG1kSwggCszAMI2AYRoBwzQChmkEDNMIGKYRMEwjYJg2soA9z1O5XB7J2zDDCoWC1tbW+BjSB2hkAQNRIGCYNtR7IVzX1f379zU2NiZJOj4+VqlUku/70unyYGFhIdi/3W7r8ePHmpycVD6f1/j4eLCtp9FoKJ/Pv/Nt996SWSqVlEqlgu07OzsqFovnbvesi/YJ3/dFt43rY6iAL4PneUqn032BjEqhUFAqleoLHx8GlhAwjYBh2siWEEAUmIFhGgHDNAKGaQQM0wgYphEwTCNgmDaygLlKEaIwsoCBKBAwTCNgmEbAMI2AYRoBwzQChmkEDNMIGKYRMEwjYJhGwDCNgGEan0qGaczAMI2AYRoBwzQChmkEDNMIGKYRMEwjYJg2soC5ShGiMLKAgSgQMEwb6r0Qg67mc9GVhLhKEaI2VMCXgasUIQosIWAaAcO0kS0hgCgwA8M0AoZpBAzTCBimETBMI2CYRsAwbWQBc5UiRGFkAQNRIGCYRsAwjYBhGgHDNAKGaQQM0wgYphEwTCNgmEbAMI2AYRoBwzQ+lQzTmIFhGgHDNAKGaQQM0wgYphEwTCNgmEbAMI2AYRoBwzQChmkEDNMIGKYRMEwjYJhGwDCNgGEaAcM0AoZpBAzTCBimETBMI2CYRsAwjYBhGgHDNAKGaQQM0wgYphEwTCNgmEbAMI2AYRoBwzQChmkEDNMIGKYRMEwjYJhGwDCNgGEaAcO0kQXsuq5WV1eVTCbDmyLneZ5KpVJ4GB+AkQUMRGFgwIVCQZubm3JdNxjzPO/cWFQcx1G5XFalUlGlUhnJTNq7z7P3lUwmtba2NpL7x/AGBlwsFtVqteS6rpLJpBzHUTqdVq1WU7VaDe9+qRzHUT6fV71eVzab1aNHjzQ9Pa1CoRDe9VL5vq+nT58qkUjI8zxJ0r179yRJKysrob1xlQYGLEnlclmxWEzpdFq5XE4HBwfa2NgI73bpMplM3335vq96va5UKhX5Wrparcr3fc3Pz2txcVEzMzOqVqtqNpvhXXGFhgrY933t7e1pYWFBiURCW1tb4V0iEY/H1W63+8YODw8Vi8U0OzvbNx6FWq2mWCymr776SgcHB5G/4uDtDRWwTn+Zx8fHarVaI/lFJpNJxWIxvXr1qm98f39f3W63bywqvSdut9sd2ZMWb2fogHO5nMbHx5VKpYJ1YZSazaY6nY5u3rzZN37r1i3pNOSoua4rx3E0NjYWHAPgehkqYM/zlEgktL6+rkajoXQ6Lcdxwrtduna7rXg83jc2NTWlk5MTHR0d9Y1ftmQyKdd11Wq1tL6+romJieBADtfHwICTyaTm5+eDpUO5XJZOD7Citru723cmoHcGZHt7O/KDqXQ6rYmJCW1tbQUHdDMzMyN54mJ4AwNeXl5WLBYLwu2dCZibm4t8KVGtVvXkyRNlMhlVKhU9fPhQ9Xo98jMgrusqk8nI9/1gvf/999+r0+loaWmJpcQ18snt27d/Cg9GwXVdffnll/ruu+8inz3DPM/T3bt3lc/nw5tg3MAZGLjOCBimjWwJAUSBGRimETBMI2CYRsAwjYBhGgHDNAKGaQQM00YWsOd5KpfLV/JurkKhoLW1Nd6E8wEaWcBAFAgYpg31XgjXdXX//n2NjY1Jko6Pj1UqleT7vnS6PFhYWAj2b7fbevz4sSYnJ5XP5zU+Ph5s62k0Gsrn8+982723ZJZKJaVSqWD7zs6OisXiuds966J9wvd90W3j+hgq4MvgeZ7S6XRfIKNSKBSUSqX6wseHgSUETCNgmDayJQQQBWZgmEbAMI2AYRoBwzQChmkEDNMIGKYRMEwjYJhGwDCNgGEaAcM0AoZpBAzTCBimETBMGzpg13W1ubl54d9X8DzvjRfjLpVKqlQqkV8YBh+XoQMGriM+UgTTmIFhGgHDNAKGaQQM0wgYphEwTCNgmEbAMI2AYRoBwzQChmkjC5irFCEKIwsYiAIBw7Sh3k456Go+F11JiKsUIWpDBXwZuEoRosASAqYRMEwb2RICiAIzMEwjYJhGwDCNgGEaAcM0AoZpBAzTRhaw67paXV29krc0ep534R8dhG0jCxiIwsCAC4WCNjc35bpuMOZ53rkx4CoMDLhYLKrVasl1XSWTSTmOo3Q6rVqtpmq1Gt4dGKmBAUtSuVxWLBZTOp1WLpfTwcGBNjY2wrsBIzdUwL7va29vTwsLC0okEtra2grvAlyJoQKWpFqtpuPjY7VaLZYOuDaGDjiXy2l8fFypVIrrXODaGCpgz/OUSCS0vr6uRqOhdDp9JR+PB8IGBpxMJjU/Px8sHcrlsiQpk8mEdwVGbmDAy8vLisViQbi+76ter2tubo6lBK7cwIDz+bxyuVzfJ4k3NjaUzWY5lYYrNzBg4DojYJjGp5JhGjMwTCNgmEbAMI2AYRoBwzQChmkEDNMIGKYRMEwjYJhGwDCNgGEaAcM0AoZpBAzTCBimETBMI2CYRsAwjYBhGgHDNAKGaQQM0wgYpkUesOM4KpfLqlQqXBgmxHVdbW5uRnIJsN7j/qH/Acb3Drj3S6hUKsH/CoVCsN33feVyOT169EjHx8d9X3td9X75Z8NKJpNaW1uLJDa8u/cOWJK63a7W19eVzWb16NEjzczM9EVsje/7evr0qRKJRDCD3bt3T5K0srIS2vvdVatVff3118rn8+FNGNKlBHxW74IwqVRqqKty9ma23uy9trYWfF2hUOj79+vGPM8Lvja8RPE8T2tra1pcXAxeJYadQavVqnzf1/z8vBYXFzUzM6Nqtapmsxne9ZxSqXTuCdz7OXtPiFKp9NpXLJ3+jIVCoW+fs0uB8GNWLpdf+xfzu92uDg8Pw8MflEsP+G398Y9/VLVaVTab1fLysnRmttvd3VUsFtPs7Kx0+otLpVJqNBpqNptyXVfpdDqY/Wu1mhYXF/t+mfF4XK7rqlgsan19XdPT00Ovw2u1mmKxmL766isdHBwMfXGbdruteDweHu6Tz+eVzWbVaDTCmyRJc3Nzarfbymaz2tnZ0fz8fPCkvXfvnjqdjrLZrLLZ7Lm/3yxJR0dH+uGHH/rGPkSXHrDrunIcR9vb20PNVn/5y1+CMJrNphqNRvDLr1arOjg40J07dyRJs7OzunHjhmq1miTpzp072tvbC76+Xq+r0+n0BdztdvX06VP5vq/nz5+r0+loamoq2P4mvVeTbrf7VpcWe/XqVfD/e7Px5OSkbty4MfSM2Gg0VCwWpdMn8o0bNzQ5ORlsn56efu2s+7G5lIDHxsb04MEDVSoVPXjwQLVabei/3h4+CJybm+vb/uLFi2A5cufOHb18+TKYbeLxuObm5oKvXVlZOTfz/fe//9Xz58+l0yfI0tLSW31vjuNobGwsuFLpMA4PDzU2Nqbf/e53kqRPP/1UknRycqL9/f3Q3m+vWCzq4OBADx8+fO0S5GNyKQGfPYh7m0sPOI6jxcVF+b4ffO3Ozk7fPr7v68aNG/rtb3+rzz//XLu7u33bd3Z2gq992/t/k2QyKdd11Wq1tL6+romJiWBpM8j+/r5u3Lih3/zmN2q329Lpz3pycqKjo6Pw7u+ktwS56KC52Wzqm2++GXrZY9WlBPy+ei+5vRnvLN/39fLlS7muqx9++KHvF/LixQs5jjP0mvZtpNNpTUxMaGtrKzigm5mZOff9vcnPf/5z7e7u6scff9Tdu3fV7XaHWla9jaOjI3U6nfBw8MoWDvtDE3nAvbMEDx8+1C9+8Qs9ePAgOFtw9hK2lUpFi4uL+uc//xm+Ce3u7mpsbEwvX77sG9/Y2FCtVguWL286In8brusqk8nI9/3gCfP999+r0+loaWlp4FKiN8t+9tlnev78uXZ3d5VIJPpm495/3EmlUsEyaJjYwmcgVlZW1Ol0gvXyx8bEJQZc19Uf/vAHra6unjvaxsct8hn4ffXWomcP3oCeazsDJ5NJffvtt4rH42o0GvzXKrzWtQ0YGMa1X0IAb0LAMO2TmZkZlhAwizUwTPv/3kh+IliqP/UAAAAASUVORK5CYII=)

.